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**Описание задания**

1. Выберите язык программирования (который Вы ранее не изучали) и (1)

напишите по нему реферат с примерами кода или (2) реализуйте на нем

небольшой проект (с детальным текстовым описанием).

1. Реферат (проект) может быть посвящен отдельному аспекту (аспектам) языка

или содержать решение какой-либо задачи на этом языке.

1. Необходимо установить на свой компьютер компилятор (интерпретатор,

транспилятор) этого языка и произвольную среду разработки.

1. В случае написания реферата необходимо разработать и откомпилировать

примеры кода (или модифицировать стандартные примеры).

1. В случае создания проекта необходимо детально комментировать код.
2. При написании реферата (создании проекта) необходимо изучить и корректно

использовать особенности парадигмы языка и основных конструкций данного языка.

1. Приветствуется написание черновика статьи по результатам выполнения ДЗ.
2. Черновик статьи может быть подготовлен группой студентов, которые

исследовали один и тот же аспект в нескольких языках или решили одинаковую задачу на нескольких языках.

using System;

using System.Linq;

using System.Drawing;

using System.Windows.Forms;

namespace LittleTetris{

    public partial class Form1 : Form{

        public const int width = 15, height = 25, k = 15;

        public int[,] shape = new int[2, 4];

        public int[,] field = new int[width, height];

        public Bitmap bitfield = new Bitmap(k \* (width + 1) + 1, k \* (height + 3) + 1);

        public Graphics gr;

        public Form1(){

            InitializeComponent();

            gr = Graphics.FromImage(bitfield);

            for (int i = 0; i < width; i++)

                field[i, height - 1] = 1;

            for (int i = 0; i < height; i++) {

                field[0, i] = 1;

                field[width - 1, i] = 1;

            }

            SetShape();

        }

        public void FillField(){

            gr.Clear(Color.Black);

            for (int i = 0; i < width; i++)

                for (int j = 0; j < height; j++)

                    if (field[i, j] == 1){

                        gr.FillRectangle(Brushes.Green, i \* k, j \* k, k, k);

                        gr.DrawRectangle(Pens.Black, i \* k, j \* k, k, k);

                    }

            for (int i = 0; i < 4; i++){

                gr.FillRectangle(Brushes.Red, shape[1, i] \* k, shape[0, i] \* k, k, k);

                gr.DrawRectangle(Pens.Black, shape[1, i] \* k, shape[0, i] \* k, k, k);

            }

            FieldPictureBox.Image = bitfield;

        }

        private void TickTimer\_Tick(object sender, System.EventArgs e){

            if (field[8, 3] == 1)

                Environment.Exit(0);

            for (int i = 0; i < 4; i++)

                shape[0, i]++;

            for (int i = height - 2; i > 2; i--){

                var cross = (from t in Enumerable.Range(0, field.GetLength(0)).Select(j => field[j, i]).ToArray() where t == 1 select t).Count();

                if (cross == width)

                    for (int k = i; k > 1; k--)

                        for (int l = 1; l < width - 1; l++)

                            field[l, k] = field[l, k - 1];}

            if (FindMistake()){

                for (int i = 0; i < 4; i++)

                    field[shape[1, i], --shape[0, i]]++;

                SetShape();}

            FillField();

        }

        private void Form1\_KeyDown(object sender, KeyEventArgs e){

           switch (e.KeyCode){

            case Keys.A:

                for (int i = 0; i < 4; i++)

                    shape[1, i]--;

                if (FindMistake())

                    for (int i = 0; i < 4; i++)

                            shape[1, i]++;

                break;

            case Keys.D:

                for (int i = 0; i < 4; i++)

                        shape[1, i]++;

                if (FindMistake())

                        for (int i = 0; i < 4; i++)

                            shape[1, i]--;

                break;

            case Keys.W:

                var shapeT = new int[2, 4];

                Array.Copy(shape, shapeT, shape.Length);

                int maxx = 0, maxy = 0;

                for (int i = 0; i < 4; i++){

                    if (shape[0, i] > maxy)

                            maxy = shape[0, i];

                    if (shape[1, i] > maxx)

                            maxx = shape[1, i];

                }

                for (int i = 0; i < 4; i++) {

                    int temp = shape[0, i];

                    shape[0, i] = maxy - (maxx - shape[1, i]) - 1;

                    shape[1, i] = maxx - (3 - (maxy - temp)) + 1;

                }

                if (FindMistake())

                    Array.Copy(shapeT, shape, shape.Length);

                break;

           }

        }

        public void SetShape(){

            Random x = new Random(DateTime.Now.Millisecond);

            switch (x.Next(7)){

                case 0: shape = new int[,] { { 2, 3, 4, 5 }, { 8, 8, 8, 8 } }; break;

                case 1: shape = new int[,] { { 2, 3, 2, 3 }, { 8, 8, 9, 9 } }; break;

                case 2: shape = new int[,] { { 2, 3, 4, 4 }, { 8, 8, 8, 9 } }; break;

                case 3: shape = new int[,] { { 2, 3, 4, 4 }, { 8, 8, 8, 7 } }; break;

                case 4: shape = new int[,] { { 3, 3, 4, 4 }, { 7, 8, 8, 9 } }; break;

                case 5: shape = new int[,] { { 3, 3, 4, 4 }, { 9, 8, 8, 7 } }; break;

                case 6: shape = new int[,] { { 3, 4, 4, 4 }, { 8, 7, 8, 9 } }; break;

            }

        }

        public bool FindMistake(){

            for (int i = 0; i < 4; i++)

                if (shape[1, i] >= width || shape[0, i] >= height ||

                    shape[1, i] <= 0 || shape[0, i] <= 0 ||

                    field[shape[1, i], shape[0, i]] == 1)

                        return true;

            return false;

        }

    }

}

![](data:image/png;base64,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)